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Aryaka Threat Research Labs analyzed a variant of Vidar, a notorious infostealer operating
under the Malware-as-a-Service (MaaS) model. First observed in late 2018, Vidar has
continually adapted to remain effective in the modern threat landscape. This strain exhibits
heightened stealth and persistence through encrypted command-and-control (C2) channels,
abuse of Living-off-the-Land Binaries (LOLBins), and covert exfiltration methods.
Primarily targeting Windows environments, Vidar conducts highly targeted data theft,
harvesting an extensive range of sensitive assets. These include operating system details;
browser credentials, cookies, history, autofill data, and saved credit cards; cryptocurrency
wallet files; two-factor authentication (2FA) app data; credentials from email, FTP applications;
authentication tokens from messaging and gaming platforms such as Telegram, Discord, and
Steam; document and backup files across the victim’s profile; and screenshots. Collected
data is packaged, compressed, and exfiltrated to the attacker’s C2 infrastructure for further
exploitation or sale on underground markets.
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Vidar’s delivery mechanisms are deeply rooted in social engineering, relying on deception
to trick users into executing its payload. These campaigns are carefully crafted to blend
seamlessly into everyday digital interactions, increasing the likelihood of infection.
The standard distribution methods include phishing emails containing malicious attachments
or links that silently download the Vidar binary, drive-by downloads from compromised or
malicious websites that exploit browser vulnerabilities or display convincing fake prompts,
and malvertising campaigns in which fraudulent advertisements—disguised as legitimate
software installers or updates—redirect victims to malicious payloads. This multi-pronged
strategy enables Vidar to reach a broad audience while frequently bypassing basic defenses
by exploiting user trust and closely mimicking legitimate content.

Distribution: Social Engineering at Its Core

Since its emergence, Vidar has significantly evolved from its roots in the Arkei malware family.
While it initially shared similarities, Vidar quickly branched into a standalone, more potent
infostealer with modular architecture and enhanced data harvesting capabilities.
Its versatility, ease of deployment, and support for plugin-like modules have made Vidar highly
attractive on underground forums. Distributed via the MaaS model, it enables even low-skilled
threat actors to launch customized campaigns with minimal effort. As a result, Vidar has seen
widespread adoption in financially motivated cybercrime.

Evolution: From Arkei Origins to a Prolific Infostealers
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The PowerShell script follows a series of stealth-oriented steps to maintain persistence and
evade detection. After downloading its components, it attempts to launch the dropped
executable with elevated privileges. If elevation is denied, it silently executes the payload in
the background using the Start-Process cmdlet.
Both the .exe and .ps1 files are marked as hidden and excluded from Microsoft Defender scans
via the Add-MpPreference cmdlet. To evade sandbox-based detection, the script introduces
a randomized delay of 10 to 30 seconds using Start-Sleep, decreasing the likelihood of being
flagged in automated analysis environments that monitor only brief execution periods.
For persistence, it creates a scheduled task configured to execute the PowerShell script at
user logon with a hidden window and a bypassed execution policy. This ensures the malware
is automatically executed after each reboot while remaining concealed from the user.

When the executable is launched, it injects its malicious code into msbuild.exe, a trusted
Windows process often abused to evade detection. The injected code is responsible for
executing all subsequent malicious activities associated with the Vidar stealer. As part of
its execution chain, the code running inside msbuild.exe launches a PowerShell command
containing a Base64-encoded payload. Once decoded, the PowerShell script reveals
functionality for in-memory process injection. It achieves this by dynamically compiling
a C# helper class in memory using the Add-Type cmdlet. The compiled C# class utilizes
Windows API calls — including OpenProcess(), VirtualAllocEx(), WriteProcessMemory(), and
CreateRemoteThread() — to inject a second-stage payload into a designated target process,
enabling stealthy execution without writing the payload to disk, as shown in Figure 7.

Payload Execution & Persistence

Figure 6: Payload Execution and Persistence
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The malware in this case is hooking the CryptProtectMemory API so that it can intercept and
steal sensitive data whenever a legitimate program, like a web browser, tries to encrypt it.
Many modern browsers (like Chrome or Edge) use CryptProtectMemory to protect passwords,
cookies, and authentication tokens stored in memory.
By hijacking this function, the malware silently inserts its malicious code. So, when the browser
calls CryptProtectMemory to encrypt sensitive data, the malware's hook gets triggered first.
Instead of just letting the encryption happen, it copies the raw, unencrypted data and secretly
sends it through a named pipe to another part of the malware.
This trick allows the malware to steal passwords and session tokens from the browser without
needing to break any encryption because it grabs the data before it gets encrypted. This
approach is stealthy, efficient, and very hard to detect.

CryptProtectMemory API Hijacking for Credential Theft

Figure 7: De-obfuscated PowerShell

As observed in the PowerShell script, the injection targets a remote process with PID 9576,
which in this case corresponds to msedge.exe. After establishing access to the target
process, the script loads a secondary payload that had previously been dropped in the
%TEMP% directory under the name tmp7E4B.tmp.
This secondary payload consists of shellcode designed to load an embedded DLL directly into
memory. Once executed, the DLL patches the legitimate function, replacing it with a custom
malicious implementation. By doing so, the malware can intercept cryptographic operations,
enabling it to extract sensitive information without triggering standard security controls.
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Figure 13: Live Steam profile

Figure 14: Vidar Targeting Cryptocurrency wallets

Figure 15: Browser Local State File Access

The Vidar targets sensitive data from infected machines. It steals browser passwords, cookies,
and autofill data, as well as credentials from FTP and email applications. The malware
also extracts cryptocurrency wallet files and authentication tokens from messaging and
gaming platforms. Additionally, it searches for documents and sensitive files on the system
and captures screenshots. Figure 14 below shows that the malicious process msbuild.exe
is attempting to enumerate directories related to cryptocurrency wallets such as Bitcoin,
Electrum, Blockstream, etc.

It is also observed that this malicious process is attempting to access the “Local State” files of
various Chromium-based browsers such as Brave, CocCoc, Vivaldi, Cent Browser, Microsoft
Edge, and Chrome, which store sensitive metadata, including encryption keys.

Collection
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Figure 16: Harvesting Browser Sensitive Information

Figure 17: Exfiltration over C2

Figure 16 shows that Vidar Stealer harvests sensitive data from Chromium-based browsers
such as Chrome, Edge, Opera, and Brave. It targets stored artifacts like cookies, credentials,
browsing history, and encryption keys.

After collecting data from the victim’s machine, Vidar Stealer exfiltrates the stolen
information to its C&C server over a TLS-encrypted connection to evade detection. The
network communication typically uses multipart/form-data POST requests, embedding
Base64-encoded filenames, randomized boundary strings, along with the file data as shown
in Figure 17.

Exfiltration
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The figure below shows the Base64-decoded contents of the
MicrosoftEdge_Default_passwords.db file, de-obfuscated using CyberChef. This file was
exfiltrated by the Vidar stealer and contains stored browser credentials.

Figure 18: Decoded Microsoft Edge Database file
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The Vidar Stealer campaign demonstrates a highly evolved and modular approach to
credential theft and data exfiltration. Its use of staged payload delivery, AMSI bypass, Defender
exclusions, process injection, API hooking, and encrypted exfiltration channels highlights its
ability to evade both signature-based and behavioral defenses. By dynamically retrieving C2
infrastructure and targeting a broad range of sensitive artifacts—from browser credentials to
cryptocurrency wallets—Vidar poses a significant risk to both individual users and enterprise
environments. Effective mitigation requires a layered defense strategy, including strict
PowerShell execution policies, enhanced process monitoring, network anomaly detection, and
timely threat intelligence updates.

Conclusion

In a Unified SASE deployment, multiple layers work together to disrupt Vidar’s operations from
the outset. DNS filtering blocks access to known malicious domains before the malware can
download payloads or resolve its C2 locations. The Secure Web Gateway (SWG) inspects
all outbound HTTP(S) traffic, identifying and stopping suspicious POST requests to untrusted
endpoints. At the same time, the next-generation firewall (NGFW) applies application-aware
policies to prevent unauthorized communications. IDS/IPS capabilities detect anomalies in
network flows and flag unusual traffic originating from processes, helping security teams
quickly identify compromised hosts. Endpoint anti-malware integrates into the SASE control
plane to quarantine payloads, block PowerShell AMSI bypass attempts, and prevent the
execution of hidden or excluded files. User posture checks enforce Zero Trust access, ensuring
that only healthy and compliant devices can connect to sensitive resources. Together, these
defenses create a coordinated, always-on barrier that intercepts Vidar at delivery, disrupts
its command-and-control, and blocks data exfiltration—without relying solely on endpoint
detection.
Proofpoint has also contributed signatures addressing this threat, strengthening protection
against Vidar.

2064008 - ET MALWARE Observed DNS Query to Vidar Stealer Domain

2064009 - ET MALWARE Observed Vidar Stealer Domain

2064010 - ET MALWARE Vidar Stealer User-Agent Observed

How Unified SASE as a Service Helps
Disrupt Vidar Infostealer
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https://t.me/dz25gz

https://steamcommunity.com/profiles/76561199880530249

tl.dr.softlinko.com

vidar Binary

tmpE55F.tmp

Telegram Channel

Steam profile

C&C Server

Malicious
PowerShell script

Tactic Technique Technique Name

Initial Access

Initial Access

Execution

Persistence

Defense Evasion

Defense Evasion

Credential Access

Discovery

Collection

Exfiltration

Command and Control

Command and Control

T1566.001

T1189

T1059.001

T1547.001

T1027

T1218

T1555.003

T1082

T1056

T1041

T1573.001

T1071.001

Spear phishing Attachment

Drive-by Compromise

Command and Scripting Interpreter: PowerShell

Registry Run Keys / Startup Folder

Obfuscated Files or Information

Signed Binary Proxy Execution (e.g., msbuild.exe)

Credentials from Web Browsers

System Information Discovery

Input Capture

Exfiltration Over C2 Channel

Encrypted Channel

Application Layer Protocol: Web Protocols

Sha256 Description

63cd5cc0fc20c1d19f7639e4016b77da438dcd4d1b2e94145a496fda70d2ed1c




